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ABSTRACT
The article presents and analyzes data from a case study in customer-initiated software product development. We have observed and participated in system development activities in a commercial software house (company) over a period of two years. The company produces project-planning tools for the oil and gas industry, and relies on interaction with customers for further development of its products. Our main research question is how customers and professional developers engage in mutual development mediated by shared software tools (products and support systems). We have used interviews with developers and customers as our main source of data, and identified the activities (from use to development) where customers have contributed to development. We analyze our findings in terms of co-configuration, meta-design and modding to name and compare the various stages of development (adaptation, generalization, improvement request, specialization, and tailoring).
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INTRODUCTION
The goal of the research reported here is to identify areas where end-user development (EUD) and professional software development meet and interact. We have observed and participated in development activities in a commercial software house (referred to as company) over a period of two years. We propose a model of the activities, which we refer to as mutual development. The model consists of the 5 sub-processes, which connects EUD and professional development.

Motivation
There are two levels of software development: specific and general, represented by the activities of amateur (end-user) and professional developers, respectively. When they interact in a mutually beneficial way a new opportunity for innovation emerges that extends the boundaries of what can be accomplished with in-house driven innovation (Victor & Boynton, 1998). We call this model “inside-out” and the model advocated in this chapter “outside-in.”
Inside-out innovation is initiated by professional developers and technology managers, that is, technological innovation, whereas outside-in is driven by external events, a type of innovation that originates outside professional communities by end users (Fischer, 2002) and customers (von Hippel, 2005). They are amateur (non professional) developers who act on behalf of specific needs and by creating ad hoc modifications to “finished” products. The mutual dependency between technological and user-driven innovation can be exemplified by the development of Levi’s blue jeans. In 1873 Jacob Davis and Levi Strauss invented to rivet (copper nail) the pocket corners on men’s working pants to make them stronger. The two men were granted a patent on this, which is widely recognized as the invention of the blue jean. It is an example of technological innovation. Later on, in 1937 the rivets (copper nails) were removed on the back pockets (first sewn so that they were hidden, and during the Second World War removed to save metal). The hiding and removal of the rivets were in response to consumers who complained that the rivets scratched furniture and saddles. This was a user-driven innovation triggered by various external events that modified a technological invention into a more useful design (Levi Strauss & Co., 2009). It serves as a motivating example for the topic of this article, which is about mutual development: the integration of end-user development and professional software development.

Mutual development is based on a technique for participatory design (PD) known as mutual learning (Bratteteig, 1997). Mutual learning is a technique for users to learn about software design from professional developers, and developers learning the professional (workplace) language of domain-expert users. Mutual development takes this a step further in that the shared knowledge established during mutual learning serves as platform for end-user development. The goal is not only to support collaboration between developers and users (as in PD), but also to empower them with new tools and new forms of organization. This is arguable easier when there are two distinct levels of development, one for software engineers and another for end-user developers. Rich communication channels to connect them can stimulate formalizing ad hoc modifications into software artifacts, and a good process of collaborative design can transform an end-user developed solution into a commercial product feature (Mørch, Nygård, & Ludvigsen, 2009). Users will be increasingly motivated to participate in end-user development when the activity has impact beyond a local solution.

**The Case**

The company is engaged in commercial software development in the area of project planning and management and provides consultancy services in using its tools. At present, the company employs 25–30 people, but they intend to grow and is concurrently expanding their staff and searching for new markets. In fact, the company is recognized as a major player in the business of project planning tools. They have several hundred customers and they have long-term commitments with many of them. One of their recent products is an add-on to Microsoft Project.

The main market has been the Nordic oil and gas industry. To expand into new markets, particularly building and construction, the company has started to modify and improve its knowledge management practices regarding customer relations. As researchers, we were invited by the company to give advice for how to improve knowledge management practices with customers.

The company is known for their customer initiated product development approach, that is, close interaction with customers to develop tailor-made solutions (Andersen, 2008; Nygård & Mørch, 2007). Customers are encouraged to report problems, innovative use, and local development to the company. This has been stimulated through long-term relationships (maintenance contracts) and user forums (online and F2F). Each year the company hosts a large showcase where customers are invited, and developers provide communication and information shar-
ing tools for customer interaction. This started with the telephone, then supplemented by email, later extending to a Helpdesk interface, then a Customer Relationship Management (CRM) system, and most recently a Web 2.0 prototype created by the research team (Nedic & Olsen, 2007).

The background for the Web prototype was to design a portal to organize the rapid growth of information and to improve the communication within the company and towards its customers. The company experienced expansion of the working staff, as well as in the customer base. Because the requirements for the Web portal were uncertain, the development demanded a lot of communication and collaboration between us, as developers, and the company. We used a combination of agile methodology (rapid prototyping interspersed with company feedback) and participatory design (involving users in design). The agile approach helped us to identify the necessary technological foundations needed for the realization of the running prototype. Techniques from participatory design, in particular design workshops helped us to gain a better understanding of the components to be made. An overview of these techniques is shown in Figure 1. It shows, the steps of the researchers’ system development activity: design workshop, scenarios, and iterative Web development.

Our main research question and objective is how there is mutual development between customers and professional developers, mediated by software products and ICT support systems. By *mutual development* we mean that both professional developers and end users contribute to development as active participants in both design and use. We identify the range of end-user development activities (from use to design) taking place in the interaction between the company’s developers and some of their customers.

We have identified five sub-processes (adaptation, generalization, improvement requests, specialization, and tailoring) by pinpointing what developers and customers are doing and where their activities meet and overlap.

*Figure 1. Researchers’ development activity: Snapshot from a design workshop, example of a customer interaction scenario, and screenshot of Web prototype depicting an iterative systems development process*
base our analysis on interviews with developers, consultants, and customers, and on data from a video-recorded workshop. The findings are compared with previous research in EUD and analyzed in terms of co-configuration (Engeström, 2004, 2007), meta-design (Fischer, Giaccardi, Ye, Sutcliffe, & Mehandjiev, 2004; Fischer & Scharff, 2000) and modding (Jeppesen, 2004; Jeppesen & Molin, 2003). The goal is to identify the interdependencies of EUD and professional development and to construct a model for their mutual development.

The rest of the article is organized as follows. It starts with an overview of EUD. Next, we present a survey of research in the intersection of EUD and software development. Then we present three theoretical perspectives on EUD. We analyze our findings by comparing with the three perspectives. At the end we summarize our findings and suggest some directions for further research.

END-USER DEVELOPMENT

End-user development is an umbrella term for research and development in end-user tools for application development. This originated with research that dealt with technological and organizational issues of an emerging field, such as end-user programming in spreadsheets and tailorable systems (Mehandjiev & Bottaci, 1998). Most recently, Web application development has introduced a new line of R&D that shares many similarities with EUD (e.g., mashups, Yahoo pipes). However, EUD was perhaps first established as a research field with its own agenda in the European EUD-Net project (2002-3), which defines EUD as “a set of methods, activities, techniques, and tools that allow people who are non-professional software developers, at some point to create or modify a software artifact” (Lieberman, Paterno, & Wulf, 2006). The different approaches to EUD vary with respect to how they emphasize methods, activities, techniques, and tools, and whether they focus on creation or modification of software artifacts. Furthermore, what a software artifact means also varies among researchers. Software tools, source code, design diagrams, application units, and application development environments have been mentioned. As an example, end-user tailoring is about methods, activities, techniques, and tools for adaptation and further development of existing software applications based on direct activation of tailoring tools from the applications’ user interface (Mørch, 1995; Wulf & Golombek, 2001).

EUD is multidisciplinary and its rationale (the “why” of EUD) has multiple dimensions: human-computer interaction (HCI), software engineering, and organizational use. From a human-computer interaction perspective, EUD is about leveraging the deployment of easy-to-use ICT and turning them into easy-to-further-develop systems (Costabile, Foglia, Fresta, Mussio, & Piccinno, 2003; Lieberman et al., 2006; Mørch, Stevens, Won, Klann, Dittrich, & Wulf, 2004; Wulf, Pipek, & Won, 2008). From a software engineering perspective, EUD is supportive of the trend of producing generic applications (Bansler & Havn, 1994; Mørch, 1996). By “generic” is meant multifunctional, domain independent, or application generators, that is, specialized functionality that can be configured to different user needs (Åsand & Mørch, 2006), or domain independent tools like groupware and generic drawing programs, or “under designed” design environments that support users in creating new applications (Fischer et al. 2004; Fischer & Scharff, 2000). For example, a groupware system can provide different users with different access rights to shared objects (Stevens & Wulf, 2002). From the perspective of organizational use, the rationale for EUD is associated with the user diversity found in organizations employing advanced ICT. Users have different cultural, educational, training, and employment backgrounds. They are novice and experienced computer users (e.g., super user), ranging from the young to the mature, and they have many different abilities and disabilities (Åsand & Mørch, 2006; Costabile et al. 2003; Mehandjiev, Sutcliffe, & Lee, 2006).
SOFTWARE ENGINEERING CONTEXT OF EUD

EUD interrelates with software development in multiple ways, but (to the best of our knowledge) there are few studies that have examined EUD in terms of boundary crossing of two types of organizations (developer and customer). We survey the related work below.

Stevens and Wulf (2002) presented a case study of inter-organizational cooperation from the steel industry in Germany. They analyzed the relationship between two engineering offices and a steel mill to identify patterns of cooperation that can serve as requirements for new designs. They found that there was tight coupling across organizational boundaries, but also competition between the units. EUD was proposed in terms of a component-based framework for tailoring a groupware application at runtime. The focus was on flexible access control for sharing material stored in electronic repositories among the interacting units. The new access mechanisms could be decomposed and integrated and the users were able to realize new access mechanisms that did not already exist in the groupware. By decomposing application components into simpler ones and assembling the parts into new compounds (intermediate building blocks) and applications, users can modify existing applications and create new ones, without accessing the underlying program code (Wulf et al., 2008).

Eriksson and Dittrich (2007) identified the reasons why tailoring should be integrated with software development. In a case study of a Swedish telecom provider, they found it was possible to provide end-user developers with the means to tailor not only individual applications, but also the infrastructure in which applications are integrated. According to the authors, this is an area that might change faster than applications, especially in rapidly changing business contexts. To support this form of tailoring in the organization, they studied tailoring needs to coordinate better with software development activities. In another study, Dittrich and Vaucouleur (2008) found that customization practices of an ERP system they studied at several sites were at odds with software engineering practices, resulting in a discrepancy in terms of integrated environments for end-user development.

In a case study in an accounting company in Norway, the activities of end user developers were followed and analyzed using Activity Theory (Åsand & Mørch, 2006). The authors show how the company successfully initiated a program to train super users (Kaasbøll & Øgrim, 1994) in conjunction with introducing a new software application, Visma Business (VB). The research was formulated to address how super users engage in EUD activities in order to achieve an efficient use of VB, and how EUD activities were organized. In terms of organization, there was a certain division of labor within the company: 1) between the regular users and the super users, 2) between the super users and the application coordinator (acting as local developer), and 3) between the application coordinator and the professional developers. It was also interesting to find a new role for a local developer. This person’s responsibility was primarily to perform EUD activities at a general level, to work closely with some of the more experienced super users in the offices, and to communicate with the professional developers outside the company. This person generalized the results of useful EUD activities and made local solutions available throughout the company.

Explicit and implicit channels for communication between developers and users for the purpose of end user development have been proposed in a variety of contexts, especially in the area of CSCW. For example Mørch and Mehandjiev (2000) demonstrated that design rationale integrated with a tailor-enabled application could support indirect communication between developers and users and thus help end user developers to further develop their applications. Along the same lines, Stevens and Wiedenhöfer (2006) developed a wiki-based help system for communication and information sharing to be integrated with standalone applications. It provides online help to a community of users and thus enhances
communication between developers and users with the affordances of Web 2.0. The authors claim this form of integration creates a more seamless transition between the use context and the resolution of problems due to the familiarity users have with Wiki-based systems (Stevens & Wiedenhöfer, 2006).

CONCEPTS FOR ANALYSIS

We analyze our findings in terms of three theoretical perspectives on end-user development in order to account for a broad array of relevant concerns, ranging from computer science to application domains to organization of work: meta-design, modding, and co-configuration.

SER Model and Meta-Design

SER (Seeding, Evolutionary growth, Reseeding) is a process model for integrating end-user development with software engineering (Fischer & Ostwald, 2002). It is different from user-centered design in HCI (e.g., prototyping) and from software engineering (e.g., specification driven methods). It has more in common with aspects of participatory design in that the SER model describes a sociotechnical environment for tailorable applications to be used over an extended period of time. It postulates that systems that evolve over a sustained time span must continually alternate between periods of unplanned evolutions by end users (evolutionary growth), and periods of deliberate restructuring and enhancement (reseeding), involving users in collaboration with designers (Fischer & Ostwald, 2002).

The SER model makes a distinction between design time and use time, which distinguishes developers’ activity from users’ activity. Integrating these two types of software development activities is the aim of meta-design: a framework to provide end users with tools that allow them to tailor and further develop professional tools in their own context (Fischer et al., 2004; Fischer & Scharff, 2000). Meta-designers use their creativity to develop sociotechnical environments in which other (less technical oriented) users can be creative in their own areas of expertise. Meta-design as viewed from a software engineering viewpoint defines flexible design spaces for end-user developers. Examples are tailoring languages, application frameworks and EUD tools integrated with applications. This means the users interested in being active contributors should be supported in exploring an application’s potential for being incorporated in new activities, and evolving its functionally to support new needs (Fischer et al., 2004). To the extent this can be accomplished without end users having detailed knowledge of programming, meta-design becomes a powerful framework and perspective for EUD.

The SER model has influenced the mutual development model we present below. In particular, we elaborate on evolutionary growth and reseeding and the dynamic interaction between them in the company we studied.

Modding

Modding is when users modify products by themselves, without the direct intervention of professional developers. The term is a slang expression derived from the word modify that refers to the act of modifying a piece of software or hardware, originally conceived in the gaming industry. Modding is an alternative way of including customers in product development processes. Modding can be seen to combine EUD and participatory design, in that it combines the inclusion of customers in both early and later stages of product development, depending on the customer’s needs. By adopting this activity, modding can be seen as extending the design environment approach to EUD (Fischer & Scharff, 2000; Mørch et al., 2004; Wulf et al., 2008) by making it possible for customers to promote an array of ideas, needs and tentative solutions in the early stages of product development, even before a given framework exists.

The outcomes of modding, called mods, range from minor alterations to very extensive
variations of the original product (Jeppesen, 2004; Jeppesen & Molin, 2003). An example of modding from the gaming industry is when hardcore players create hacks and figure out how to develop software add-ons to twist games’ parameters, such as the creation of a “No Jealousy” patch, which lets characters have more than one lover without either one getting jealous (Knight, 2008). What is even more interesting is how the original product serves as a platform for further modding for customers.

Modding as an alternative approach to including customers in product development processes is a noteworthy concept since it engages the customer in different stages of the product development process. Modding is based on further development of an already existing platform. However, this must not be misunderstood. It does not mean the narrowing down of product development to simply be further development of already existing products, as is often the case with tailorable applications and evolutionary application development (Mørch, 1996). On the contrary, it appears that already existing products may be “opened up” by end-user contributions in terms of generating new ideas for functionality, new features, and even new products. In many ways, it is the concrete (executable) applications rather than the more abstract application frameworks and tailoring languages that best serve as a platform for end-user development (Mørch, 1996).

Co-Configuration

Engeström (2004, 2007) adopted the term co-configuration from Victor & Boynton (1998) to enhance the theory of expansive learning in order to address a new form of work that involves user participation from customers and employees in the development of products. Co-configuration implies both a new form of work and a new way of learning. Engeström draws on the empirical findings of a broadband telecommunications firm in Finland, focusing on learning as joint creation of new knowledge and new practices by multiple stakeholders (Engeström, 2004). Engeström, building on Victor and Boynton (1998), defines co-configuration as an emerging historical type of work with the following general characteristics (Engeström, 2004):

- Adaptive and adaptable customer products or services, or more typically integrated product-service combinations
- A continuous relationship of mutual exchange between customers, producers, and the product-service combinations
- Continuous co-configuration and customization of the product-service-customer relationship over lengthy time periods
- Active customer involvement and input in the co-configuration work
- Multiple collaborating producers that need to operate together in networks within or between organizations,
- Mutual learning from interactions between the parties involved in configuration actions.

From this description, we can understand the term co-configuration as a type of work that includes active participation from customers in developing their products. It provides a rationale for why companies should pay attention to EUD and user-driven innovation, namely to establish closer connections with its customers. One of the characteristics of co-configuration work is the great degree of customer participation required in order for it to work. For example, when developing project planning software to fit in a user organization, it is important to include users as participants in the process since they are the ones who know best the work tasks to be supported. However, not all companies will benefit by such a strategy. For example, to what degree is the company dependent on involvement from customers? What happens if some customers do not see the value of being part of such co-configuration work? To what degrees do the customers actually participate? To what degree is it reasonable to expect that customers will continue to participate over lengthy time periods? It is probably realistic to
assume that in today’s world of mass consumption the majority of end users will not want to design or contribute to further development of the products they use (Fischer, 2002). We chose to focus on those customers who took an active part in the case we report.

Researchers in information systems have used terms like super user (Åsand & Mørch, 2006; Kaasbøll & Øgrim, 1994) and boundary spanner (Volkoff, Strong, & Elmes, 2002) for a similar role as “active user.” They share the view that these people help to broaden participation and democratize the design process (Kanstrup & Christiansen, 2006), and study them by drawing on insights derived from empirical data gathered from user organizations, like we have done in this article.

Method

Our objective is to construct a model of mutual development between customers and professional developers as seen from a EUD perspective. In the area of software development, participatory design (Bratteteig, 1997; Ehn & Kyng, 1991; Kanstrup & Christiansen, 2006), directed observation (e.g., Norman, 2008), and strategic ethnography (Pollock & Williams, 2008) are plausible methods for addressing the objective. Directed observation means to seek out and analyze the workarounds, hacks, and clever improvisations active users and ordinary people create at work and at home (Norman, 2008). Strategic ethnography is longitudinal studies following artifacts (packaged software) as they evolve over time within developer organizations and across organizational boundaries to the organizations developers interact with (Pollock & Williams, 2008).

We adopted a case study approach and designed it to extend our own previous efforts by treating the interaction of two organizations (developer and customer) as the unit of analysis (Åsand & Mørch, 2006; Nygård & Mørch, 2007). We identify the sub-processes of the product development process studied. EUD is one component in this picture, but not the only one. By presenting the whole picture we wish to provide a comprehensive view of mutual development, which we present as different stages of activity, using examples and theoretical analyses to justify our claims. We used a qualitative approach as part of a case study. In addition, we used video and audio recorders to gather data. Moreover, we used open-ended interviews, focus groups and participant observations.

CATEGORIZING DATA

This section will elaborate on how the intermediate terms used to describe mutual development emerged as a result of analysis done while screening and analyzing data. The form of analysis used is “template analysis,” which is the process whereby “the researcher produces a list of codes (a template) representing themes identified in their textual data” (King, 1994). This is both a top-down and bottom up process. Below, we have named some terms, more precisely the different stages of mutual development, representing different themes identified in the empirical findings. After identifying these themes, the data was analyzed with this in mind, using these themes as a template. King distinguishes three features in template analysis: defining codes, hierarchical coding and parallel coding (King, 1994).

Defining codes is to label a section of text with a code in order to index it as relating to a theme or issue in the data that the researcher has identified as important to his or her interpretation (King, 1994). We had the research questions in mind the first time we went through the data, but in the second round of selecting data we categorized it accordingly. The categorization of “outer loop” and “inner loop” were used as “high-level codes,” and may be connected with what King defines as hierarchical coding. These terms were used in the analysis and correspond to the terms “outside in” and “inside out,” which is used elsewhere in the article.

Hierarchical coding “is codes that are arranged hierarchically with groups of similar codes clustered together to produce more
general higher order codes” (King, 1994). The high-level codes of “inner loop” and “outer loop” roughly clustered the data into two different terrains, one about customer-initiated development activity (outer) and the other about software engineering (inner). This was done deliberately to create an overview of the data. Knowing that our area of interest was mostly on the “outer loop” product development process, the data was analyzed again for topics within this domain. It was found that within the interviews there existed some sub-processes of outer loop product development. They were identified as Adaptation, Generalization, Tailoring, Improvement Request and Specialization. Using these terms or codes as a template, the data was searched again in order to support these sub-processes with empirical evidence.

Parallel coding is when the same segment of data is classified within two (or more) different codes at the same level (King, 1994). In one instance, the same set of data excerpts was classified within the intermediate code “outer loop” and the lower order code Specialization, which is a stage within the inner loop product development. Therefore, parallel coding was used in this context.

DATA AND ANALYSIS

At the end of the coding we ended up with the following five sub-processes (stages) of customer-initiated product development:

- **Adaptation**: Adaptation is when a customer requests an improvement to an existing product and the company chooses to fulfill the request. It becomes an Adaptation just for this customer. Sometimes, the customer has to pay for this, sometimes not.
- **Generalization**: Generalization occurs when a new version of an existing product is released and is available to more than one customer.
- **Improvement Request**: This is when customers request the company for extra functionality, report bugs and usability problems, and is viewed from the customers’ perspectives.
- **Specialization**: Specialization is when the professional developers at the company create in-house builds. This is common in large-scale and longitudinal software development projects. This could potentially result in new features, but most often it entails refining the product, reorganizing program code, and removing bugs.
- **Tailoring**: Is about active end users who make adaptations on their own.

We justify these stages using the data extracts and analysis below. The two first extracts define basic issues (types of process) that resurface in the other extracts and in the analyses. The last three extracts represent four of the five stages.

**Excerpt 1: Types of Improvement Request**

In the first excerpt, the focus is on how a developer (informant) judges the Improvement Requests of the customer. This includes making a power decision as to what kinds of Improvement Requests to consider. The power to judge whether or not a customer Improvement Request should be accepted lies in the hands of the company’s professional developers. This excerpt does not go into detail about how exactly these Improvement Requests enter the company, but it does elaborate in what way the customers ask for Improvement Requests.

Informant: Often when they (the customers) want Improvement Requests they ask me if I can make a change (to the existing product), according to some needs they have. In addition they put it (the Improvement Request) into a list we have on the Internet. We receive a lot of Improvement Requests and some of them are actually such good ideas that we want to integrate them into our products. And there are other ideas that are really bad. There are also
Improvement Requests turned out to be an important activity for communication with the company, requiring less technical expertise than Tailoring. Excerpt 1 is an example of how customers propose changes to the company’s products without doing any local development. Excerpt 1 shows that an Improvement Request is one of the prerequisite sub-processes of Adaptation. It is when a professional developer creates a new feature for an already existing product in accordance with the customer’s demands. At the end of this excerpt, the informant introduces the theme of how they get good, possible (doable) and bad ideas for further development. If an idea is labeled good it is accepted as is. When an idea is categorized as possible it means that the idea is plausible, but will not become a part of the general product. It might be accepted under contract (with payment), and turns into a local Adaptation. Finally, an idea labeled bad is rejected outright. Implicit in this example is the assumption that the company’s employees are the ones who judge whether the Improvement Requests are good, possible or bad and have the freedom to make those distinctions.

As seen from a meta-design and SER perspective (Fischer & Ostwald, 2002; Fischer & Scharff, 2000), Excerpt 1 may be interpreted as an example of boundary crossing, namely that submitting, receiving and handling of improvement request cross the boundary of two organizations (customer and developer). It also indicates some of the decisions that have to be made before the “evolutionary growth” of an application at a specific site can be accepted into the “reseeding” phase by company developers. In this way, Improvement Requests can help to bridge the gap between EUD and professional development.

The data in Excerpt 1 may have some commonalities with Engeström’s (2004, 2007) notion of co-configuration. Item number two in the definition of co-configuration (see Integrated EUD) is about the mutual exchange between customers, producers and the product-service combinations (Engeström, 2007). Mutual exchange can be seen in this excerpt as well, between the customers issuing requests to the company and the professional developers handling these requests. The exchange for customers is getting the development they want, while the company receives money for performing the development (or more satisfied customers).

If a request is categorized as good or possible, the next stage of Adaptation takes place. During the second stage of Adaptation terms like patch, build and version become relevant, which we discuss below.

Excerpt 2: Types of Generalization

This is part of an interview one of the researchers had with one of the developers. The informant explains the software deployment (packaging) terms patch, build and version as part of an elaborated answer to a question about improvement requests:

Informant: There are three levels: we have a so-called patch, which is a quick fix to some sort of a problem. This is being sent out to the customer, which is a (solution) right there and then. After the customer installs the patch, he tests if it works and then the problem is fixed. After a while, when we have made enough patches like this, we find new errors and the customers find errors and then we make a new complete program. That is what we call a build. On top of this, we have something we call versions; they could be (called) 3.4, 3.5, 3.5.1. They have more content and much more functionality.

Patch, build and version are the developers’ responses to customers forwarding Improvement Requests in the Adaptation stage,
which again can lead to Specialization and Generalization. Patch is understood as a quick fix to a problem. Patches are packaged extensions that fit specific versions. For example, if Word is being used to write some text and one’s references in EndNote are lost each time text is converted into PDF, the company could be contacted. They will fix it and send back a so-called patch, which is small program (a software component) that may be installed on the computer and linked with the main program, and the problem is fixed. Builds result if the company has had many quick fixes, similar to the example with Word, and 2nd order problems emerge (i.e., problems connected to the compatibility of patches). Then they create a build, which is a compiled program. Builds are associated with Specialization. Finally, a new version is both an extension and a generalization. It is an extension (improvement) of a build, and a generalization when a new version is made available to new customers and to the existing customers when they are due for an upgrade according to their contract. Generalization is a borderline activity between inside-out and outside-in product development.

In Excerpt 2 it is evident that to a large extent, software development at the company proceeds with the SER model, as Fischer describes (Fischer & Ostwald, 2002). Excerpt 2 has a lot in common with the example Fischer uses to explain the reseeding phase, where open source software systems take some time to evolve, aided by using local (user created) extensions and the integration of patches (evolutionary growth), but eventually require major reorganizing in order to incorporate the patches and extensions in a coherent fashion (reseeding) (Fischer & Ostwald, 2002). In the company it happened like this: First the product evolves locally as a result of patches created in response to customer requests, and when this becomes unwieldy the company’s professional developers create a build. Lastly, when the modifications become too numerous or are judged to be useful (good) for other (potential) customers, the developers create a new version of the product. However, Fischer does not distinguish between build and version. He uses the term reseeding for all developer activity associated with reorganizing multiple adaptations (patched systems) into unified (seamless) versions. Due to the complexity of this activity, it is useful to distinguish the multiple sub processes (types) of reseeding and the interaction between evolutionary growth and reseeding.

**Excerpt 3: Improvement Request and Adaptation**

Excerpt 3 below illustrates how the Improvement Requests, as elaborated in the excerpt above, are differentiated. It also shows what is meant by Adaptation.

*Question:* So, the rationale for a given upgrade lies with a specific customer, which means that a customer can be a part of setting the standards for what other customers receive?

*Answer:* Mm, but if what one customer suggests is far off, then we just make a local adaptation for that specific customer.

*Question:* So, this becomes a new version for you then?

*Answer:* What we have in addition to every menu choice is a so-called user option, it is placed in an “own” library, which can be linked, and allows us to do further product development.

What triggered the statement above is that one of the interviewers asked how the company develops their products. In sentence number two, the informant answers that if the customer’s request is “far off” they just make an Adaptation for this particular customer, as long as the customer pays for it. As mentioned above, this corresponds with an Improvement Request labeled possible. Excerpt 3 shows how an Improvement Request labeled good may become available to all customers. The informant acknowledges after some hesitation and with elaboration that the customers are to
some extent “defining” what other customers receive of product upgrades. They do this by suggesting Improvement Requests and other customer-initiated activities such as Tailoring. However in most cases Improvement request that are responded to by an Adaptation, providing a custom-made product for this customer by using patches or user options with the current released version of the product. In the last sentence in Excerpt 3, the informant explains what is meant by (local) Adaptation. It is associated with a patched system installation that can be continually adapted (further developed) by user options that are deployed in a separate package (own library). When installed in the system, it appears as a separate menu with items for the various user options.

Excerpt 4: Generalization

The above excerpt introduced the term “user option,” which is a special kind of patch. The related terms user option, patch and new version will be clarified in Excerpt 4 below. The excerpt illustrates the generalization process.

Question: Do you have other examples of customers initiating new functionality to the product?

Answer: Yes, we have done it for BuildingCompany and ABB... (two large European engineering and consultancy companies)

Question: What sort of new functionality did they want?

Answer: Yes, well, it is. I don’t remember - it was years ago. I know that when they bought the product they had specific requirements that were originally not part of the product. But we wrote it into the contract as the functionality they wanted.

Question: Ok, so it was a part of the contract?

Answer: Yes, they wanted it within a specific time period. Their requirements were rather demanding regarding what they wanted us to make.

Question: Was it an add-on specifically made for BuildingCompany or..?

Answer: No, it became a part of the product. Yes, it started as a patch, what we call a user option.

The informant underlines that a request for new functionality eventually became part of the company’s general product portfolio and was made available to all their customers. It is an example of Generalization. It becomes clear that in this situation the request for new functionality that Building Company asked for was something specific they needed. The company wrote their demands into the contract. This excerpt reiterates a point made above, that good Improvement Requests would be incorporated into the next version of one of their products.

The transition from Adaptation to Generalization is evident in Excerpt 4 since it describes an activity that involves one specific product (Planner) based on interaction with specific customers (Building Company in particular). The product has developed from small local extensions (patches and user options) to a basic core (in-house) version to a new (released) version where generally useful local adaptations are incorporated into the new release. We interpret the last sentence of the excerpt to mean a step-wise integration into the product (from specific to general) along three steps. It is associated with the combination of the utterance of “No” and “Yes” that signify a contradiction and disruptive (non incremental) transition (from Adaptation to Generalization). 1-2) Yes, it started as a special type of patch (user option), which is Adaptation, 3) no, it was only later incorporated into the product, which is Generalization. Adaptation represents the two first steps. First, the extra functionality BuildingCompany asked for is a
user option, which means it is only available for this specific customer. Second, they want to make this available for later use, so they make a patch that the other customers can access upon demand, for example via the company’s Web pages. Third, when there is a new version of the product, the extra functionality (patches and user options) have been incorporated in the product and therefore made available to potentially all customers. In other words, we may say that there is a gradual development of the company’s products over the years, many of which are based on local development initiatives and Improvement Requests to generalized versions and back to new initiatives for further development, as new user contexts appear.

Fischer and Ostwald’s SER model (Fischer & Ostwald, 2002) suggests mutual dependency of evolutionary growth and reseeding, and this is supported by the findings reported here, namely that use time activity (Improvement Requests) can trigger design-time (Generalization) activity. It is also related to SER in a more indirect way, in that Adaptation as a user-oriented design-time activity can lead to Generalization.

Jeppesen underlines how a defining characteristic of modding is how “final mods often are freely revealed,” meaning that no users are excluded from using the new modified version” (2004). In the same way as final mods are freely available, the Adaptations made to products based on some customers’ ideas become available for all customers in the Generalization stage, when the suggestions from customers are accepted and integrated into a new version of the product, as shown in the excerpt above.

Excerpt 5: Tailoring

Excerpt 5 shows how customers locally adjust a software product by end-user programming to create their own extensions. Excerpt 5, from an interview with a customer in the building industry, shows a customer stating that he has adjusted the product himself by writing code in the domain-specific language SQL.

**Question:** Have you requested any wishes or needs for local adaptations?

**Answer:** No, we have not got any special adaptations of the products (from the company). The reason for this is because I knew a great deal about SQL from earlier experience; therefore I managed to find a shortcut (of how to do it myself). I do not know the whole structure of the system, but it is available through ordinary documentation. There you get the whole (database) table structure and that has made it possible for me to find a shortcut through Access (a proprietary database management system) and allowed me to make some special (local) adaptations.

**Question:** So, in reality you have made your own adaptations to the products?

**Answer:** Yes, you may say that.

This excerpt illustrates Tailoring, which is the sub-process that most closely resembles EUD as a standalone activity. Microsoft Office Access is used in conjunction with one of the company’s project planning tools for data storage.

In the first sentence of this excerpt the customer states that the company has not adjusted the products for them. It is discovered that the reason for this is because the customer has made some adaptations to the product himself. He has tailored the product. This was possible for the customer because the products are well documented. In addition, because this customer was familiar with SQL, a high-level database query language, it was natural for him to fix the problem himself to suit his needs. This excerpt is an example of what we refer to as Tailoring. In Tailoring, the customer actually locally adapts the product without any company involvement. This might mean creating a small program to work around an inefficient solution as shown in this excerpt.

The reason the customer is able to tailor the product himself is because he is an expert
project manager and is interested in learning how to work around a problem or inefficient solution when it appears. In other words, he is a super user. As an example, he describes how he can access and reorganize database tables as he sees fit and in a way that meets his organization’s needs. The cost of this is his time and the skills required for programming, albeit simplified with a database query language like SQL compared to programming languages like Java. The advantage is that he will be able to see results of his ideas implemented relatively quickly as compared to the turnaround time when ideas for change are submitted to the company via improvement requests. The interviewer asks if this is a way of doing local adaptation, and he confirms that his SQL programming can be perceived as such. If Tailoring is followed with an Improvement request, tailoring might contribute to further development at the general levels, as was illustrated in the previous excerpt.

In previous work, end-user tailoring has been described as evolutionary application development (Mørch, 2004). That work ignored the connection between end-user tailoring and professional development or reseeding, but explored the design space of evolutionary growth. According to the mutual development model, this understanding must be extended. Based on the data reported here, tailoring is better conceived of as evolutionary design, in the sense that the local (customer) solution serves as a design for a general (company) solution. Therefore we can say, as our title proclaims, software engineering provides a context for end-user development.

The findings reported in this section have been condensed and depicted in the mutual development model shown in Figure 2. Excerpt 1 can be seen as clarifying the informants’ perception of the terms good, possible and bad. Excerpt 2 has a similar role for the terms

**Figure 2.** Different stages of mutual development: developer activity and customer activity co-evolve; the arrows indicate dependencies. Specialization is not addressed in this article because it does not interrelate directly with end-user activities. Similarly Adaptation and Generalization contain software engineering activities that are not addressed, for example restructuring code for optimization, and rewriting a system in a new programming language.
patch, build and version (user options are further distinguished in Excerpts 3 and 4). Excerpt 3 also underlines the processes of Improvement Request and Adaptation, which are related in that one feeds into the other. Excerpt 4 exemplifies the stage of Generalization. It illustrates how a product becomes available to all customers. Finally, Excerpt 5 illustrates Tailoring by showing how a customer with some programming knowledge modified the product himself. It should be stressed that we have focused on the activities that involve end users (customer activity) and multiple perspectives on developer-user interaction. We do not yet have sufficient data to illustrate the Specialization stage.

**GENERAL DISCUSSION AND DIRECTIONS FOR FURTHER WORK**

Our main research question and objective is how there is mutual development between customers, professional developers mediated by software products and ICT support systems in the company we studied. Our findings points to the components of the product development process studied. It was found that within the interviews there existed some sub-processes of mutual development (initially formulated during the preliminary analysis as customer-initiated product development) (Andersen, 2008; Mørch et al., 2009). They were identified as Adaptation, Generalization, Improvement Request, Specialization, and Tailoring.

We have shown five interview excerpts to justify our claims that illustrate how the products in the company evolve in the zones between different activity systems by developers’ interaction with customers. On one end it is initiated by customers’ improvement requests and locally developed solutions. On the other it is initiated and responded to by developers with specialized and locally adapted instances, which may later generalize into features of stable products. It goes through an elaborated process of specialization (refinement), adaptation (domain orientation) and generalization (one too many instances), starting with a stable (non optimal) product version that is gradually improved by local extensions, user options, and patches. At some point this configuration becomes unwieldy and the system is re-built. The new system may be introduced as a new version of the product if it will benefit the company. Interaction between the stages is bidirectional because new versions may lead to new local development and improvement requests, which repeat the process.

The components of mutual development are depicted in Figure 2. It is our first attempt to construct a model to integrate professional and end-user development. Looking back, we see there are additional questions we would have liked to ask our informants, for example about the details of the activities, and backed up with data from additional informants. This was not possible in the current study. We cannot rule out that there may be sub-processes that have not been identified, some that may have to be modified, and yet others that need to be elaborated based on more research. This is part of future work.

In spite of this, it is clear that EUD and professional development are interdependent, and represent two different activity systems, one (customer-initiated activity) feeds into the other (developer activity) and they co-evolve. When considering these two activity systems they are arguable most easily distinguished by their objects of activity: The customer activity system is oriented towards project planning in large organizations, whereas the developer activity system is oriented towards improving the products and the support systems and searching out new markets for the products. Even though there are obvious differences in activity motives, the products (i.e., the user interfaces) and support systems are common in the two activity systems, and act as boundary objects (Star & Griesemer, 1989). The company benefits from the close connection and interdependency with its customers in two ways. First, developers in the company rely on input from customers for continuation of its products and services through maintenance and support contracts. Second,
innovative ideas for new products will attract new customers. This is to some extent a result of the company’s small size and its operation in niche markets. On the other hand, customers also benefit from the interdependency. They rely on the company for the most advanced project planning tools in the market, training and consultancy services, the ability to interact with the company’s developers, and last but not least the pleasure they get from seeing their suggestions for modification being incorporated in a later version of a product.

We have used theoretical frameworks and concepts developed by other researchers in EUD and adjoining disciplines, in particular meta-design (Fischer et al., 2004; Fischer & Scharff, 2000), co-configuration (Engeström, 2004, 2007), and modding (Jeppesen, 2004; Jeppesen & Molin, 2003) to discuss our findings at a more general level. These findings are summarized as follows.

Mutual Development in Terms of Meta-Design and the SER Perspective

We have identified customers who are active, either as designers of aspects of solutions or as producers of new ideas. The developers in the company adapt the products in accordance with customers’ needs, sometimes in collaboration with the active customers, and these are the main methods to further develop the products. The project planning tools the company develops thus evolve as a result of being used in specific contexts, and it is the interaction between active customers and professional developers that is the driving force of evolutionary development.

Mutual Development in Terms of Co-Configuration

Both customers and professional developers gain from customer-initiated product development. Some of the customers forward Improvement Requests and the company and handling this forms a sort of network to distribute labour according to areas of concern. A network is more flexible than a hierarchy to handle the many unanticipated requests. Some customers are active in the product development process, and the customer-initiated product development is a continuous process lasting for a long time (up to several years). When customers and professional developers interact in intimate ways to develop products, they can be considered collaborators.

Mutual Development in Terms of Modding

Changes made to the company’s products by users vary in complexity. There are changes made solely by users, and some modifications become available to all customers. Customer-initiated product development motivates technical-minded users. Customers suggesting or designing new features of a product in a way “open it up” for further development. There are channels for communication between users like the company’s annual customer forum. When customers develop new features, it can be seen as a decentralized development activity.

Finally, mutual development can be compared with two other ways of organizing interaction between users and developers in a customer oriented enterprise (Figure 3). The three ways are identified as stages of “entering the enterprise”: black box, grey box, and white box, respectively, highlighting the degree of customers’ interaction with IT developers in the enterprise, and its visibility to the outside world in terms of this.

DIRECTIONS FOR FURTHER WORK

Our results can furthermore be extended, compared and applied along directions advocated by researchers in user-driven innovation, participatory design, and evolution of technology. Users can be creative and contribute to development without developing anything, and end-user development is often triggered by innovative use of a tool as a first step to
address a breakdown in use. Norman (2008) suggests workarounds and hacks as two techniques people draw on in everyday situations when coping with difficult-to-use tools. Many companies are starting to realize that innovation can arise not only from the IT department, but also from the interaction with partners, suppliers, and customers.

Eric von Hippel, a pioneer and long-time champion of studying users as innovators in product development coined the term user-driven innovation. He has introduced a method for identifying sources of innovation, following “lead users” (von Hippel, 2005). Many of the innovations he has studied originated with lead users’ novel use of an existing product or an adaptation of a product based on knowledge of a related product. The example I gave in the beginning of this article, the story behind the disappearance of the rivets (copper nails) on the back pockets of Levi’s 501 jeans illustrates the power of the combination active user participation and a system that take advantage of active users’ creative ideas. We called this process outside in because it starts with external events and requires an elaborate process of from ideation to realization compared with inside-out (professional developers’) technological innovation. We also showed that outside in contains inside out as a sub-process and as such can be seen as the more general form of innovation.

To compare our work on mutual development with previous work and emerging trends we sketch three models for the integration of EUD and processional development:

1. **Tailorable systems**: EUD support is built into commercial (standard) software applications in the form of components, APIs, templates, integrated development environments, customization forms, small languages, and so forth. Using the languages and tools, end-user developers can...
customize, integrate, extend, and configure the applications. The aim of this model is to support users in creating their own local adaptations of a standard system. Users are not considered partners in the design process when products are updated. Locus of control is in the developer organization, which is only slightly decentralized with EUD-enabled applications. This model can be positioned somewhere between the first and second stage of Figure 3, with a unidirectional arrow from the enterprise to the end-user developer.

2. **Mutual development:** EUD is a local development activity that is distinct from professional development as with Tailorable systems, but in close interaction with it. EUD and professional development are interdependent, one feeds into the other and they co-evolve. The developer organization is dependent on user participation for continuation of its products, for example, due to small size, continuation of specialized products, maintenance and consultation contracts. Data to support this model was presented in this article. It is depicted as the middle (second) stage in Figure 3.

3. **User manufacturing:** EUD is an autonomous activity and not part of a commercial enterprise and distribution network. It resembles open source development, and has been made possible with recent application development environments for Web 2.0. Control is distributed, through the network of end-user developers. When complexity increases to a threshold outside the control of end-user developers, core developers will be given a central role in organizing the joint development efforts. This model is not depicted in Figure 3, since it departs from conventional (commercial) manufacturing.

The user manufacturing model of integrating EUD and professional development is an area that deserves more attention in the future, since it is new and requires more research in order to identify to what extent end-user developers can make use of the tools provided for participation (e.g., Fischer, this issue), what business models (if any) can be provided, and what strategies are needed to ensure that user manufacturing will resist the competition from the more established and centralized models of integrated EUD (1 and 2 above). Model 3 is currently associated with Web 2.0 and social networking technologies. However, there is a bumpy road from social interaction to (end-user) development, as we know from previous research in PD.

Based on a study of user driven innovation in an open source community von Hippel (2001) observed “the ability of user communities to develop and sustain exceedingly complex products without any manufacturer involvement is remarkable.” He identifies the conditions that favor user innovation and explores how circumstances evolve, sometimes to include commercial manufacturers and sometimes not (von Hippel, 2001). When commercial manufactures are included in the loop, the resulting inter-organization activity structure can be compared with “mutual development.” When commercial manufactures are not included in the loop, the resulting organization can be compared with the emerging “user manufacturing” model. Aided by the Internet and Web 2.0 applications to support communication and information sharing and most recently “mashing” (combining existing Web 2.0 applications to create new ones), this model has the potential to attract new interest in end-user development due to the enormous success of this platform to attract self-motivated contributors (Floyd, Jones, Rathi, & Twindale, 2007). To leverage this potential for end-user tailoring and evolutionary design is an area for further research in EUD.

In their study, Douthwaite, Keatinge and Park (2001) state the following “as technology and system complexity increase so does the need for interaction between the originating R&D team and the key stakeholders (those who will directly benefit and be penalized from the innovation).” This is a hypothesis we believe applies to software development as well. It
implies when software products increase in complexity, the interaction between developers and customers must proportionally increase in order to successfully manage further development and sustain the product. Otherwise, users will seek out other products that are simpler to use. The reason for increasing customer interaction as complexity unfolds is that a successful technology represents a synthesis of the developers and key stakeholder activity systems, and creating this synthesis requires more iteration and negotiation as complexity increases (Douthwaite et al., 2001). This is a hypothesis that ought to be explored in software evolution as well, in particular when end-users are enabled by EUD environments and rich feedback channels to more experienced developers.
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